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Abstract—— The automation of software testing has played an 

important role in assessing the quality of software prior to 

delivering the product to the market. Several practices to 

introduce test automation are found both in the literature and 

in practice. However, most of these are not directly related to 

how automation practices could be systematically introduced 

into a software development context. Therefore, this paper 

describes a study which is still in progress on the best practices 

of test automation and how they can be systematically 

introduced into the software development process. It is in this 

context that this article presents and describes FAST – 

Framework for Automating Software Testing and does so by 

defining automation levels, areas and practice areas. The 

methodology used for this research is based on a systematic 

review of the literature, empirical research, a focus group and a 

case study. The initial general approach of the framework has 

been defined and will undergo this method of evaluation in 

order to collect feedback and identify improvements that need 

to be made in order to produce the complete version of the 

framework. 

Keywords - software testing automation; software testing; 

process improvement; software quality. 

I.  INTRODUCTION 

Test automation is the use of software to support test 
activities. It is considered an important topic of research and 
has been intensively studied in the literature [25]. However, 
despite its wide use, there are still gaps between existing 
approaches to test automation and its use in the software 
industry. The process of test automation needs time to mature: 
the creation of an infrastructure for tests for automation 
requires time and for automation-related processes to mature 
[25]. If the strategy for introducing automation in a project 
were to be inappropriate, this would not allow the company to 
reap the benefits related to test automation. Moreover, a large 
amount of time and resources is needed to support testing 
activities in the software development process [21]. For 
example, based on the model developed by Kit [17], it is 
estimated that software testing uses up to 80% of the total cost 
of software development, while the use of test automation 
could reduce the software development effort by up to 50%. 
Fewster [8] states that automating the running of tests is 
becoming more popular due to the need to improve the quality 
of software, whilst the complexity of software systems is 
becoming greater.  

Despite the need to provide test automation techniques, 
there is still a lack of approaches and guidelines to assist with 
the design, implementation, and maintenance of test 
automation approaches [33]. Based on the gaps derived from 
observations in the software industry and on academic 
research, the problem related to this study can be stated as: 
How should software test automation be introduced in the 
software development process? 

The main goal of this research is to produce a framework 
for software testing that could be used by the software industry 
to support the systematic introduction of test automation in the 
software development process. More specifically, we propose 
a test automation framework to reduce costs and improve 
product quality during the life-cycle of software development. 

The rest of this paper is organized as follows. Section 2 
gives a review of the literature followed, in Section 3, by a 
description of the research methodology. Section 4 introduces 
the technical approach and how it has been assessed so far. 
Finally, Section 5 contains some concluding remarks and 
offers suggestions for future studies. 

II. LITERATURE BACKGROUND 

This study is based on the concepts and theory associated 
with testing in the software engineering domain, more 
precisely in the area of test automation. Many of the tasks and 
activities of tests can be automated, as can aspects of testing 
techniques. Many additional test tasks and activities can be 
supported by software-based tools, such as test case 
management; test monitoring and control; test data 
generation; static analysis; test case generation; test case 
execution; test environment implementation and 
maintenance; and session-based testing [14]. 

With a view to improving software quality, some studies 
present technical approaches to introduce testing within the 
software development context, by defining maturity models. 
Over the years, some maturity models and approaches have 
been developed, including models specifically related to the 
software testing area (those related to this study), as well as 
generic ones. 

The first model to appear was the Software Capability 
Maturity Model – CMM-SW [23]. From that point on, some 
models appeared in order to present maturity models in the  
test process, such as MMAST [20], TAP [29], TMM [30], 
TCMM [2], TIM [7], TPI [19], TOM [32], TSM [11], TMMI 
[31], MPT.Br [10], and TAIM [6]. Besides these, some 
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maturity models mention best practices for software 
development processes, without specifically focusing on 
testing discipline, such as CMM-SW [23], CMMI [28] and 
MPS.Br [27]. However, most of the test automation-related 
studies are defined as maturity models. These require levels of 
implementation and maturity assessment and this is one of the 
differences between these models and the one set out in this 
article.  

In addition, except for Test Automation Improvement 
Model (TAIM), these models do not directly address 
techniques to introduce test automation into software 
development and therefore they do not answer the research 
question that this paper poses. On the other hand, TAIM 
presents a model based on measurement to support 
automation and the steps for improvement to be followed in 
10 key areas and 1 general area. This approach is defined as a 
maturity model but it does not show what steps towards 
maturity must be taken in order to introduce automation. 

Another approach related to this is the Maturity Model for 
Automated Software Testing (MMAST). This is a model that 
was developed for manufacturers of computerized medical 
equipment and its purpose is to define the appropriate level of 
automation into which an equipment manufacturer fits. It has 
four maturity levels: Level 1 - accidental automation, level 2 
- beginning automation, level 3 - intentional automation and 
Level 4 - advanced automation. Despite being a maturity 
model, it has neither key areas nor process areas and its 
description is very broad and does not include matters as to 
how test automation can, in fact, be performed. 

The Testing Assessment Program (TAP) is a maturity 
model which consists of 5 maturity levels, namely: initial and 
ad hoc (chaotic); repeatable and intuitive; defined qualitative; 
quantitative managed; and optimizing continuous 
improvement. Maturity is evaluated based on four key areas, 
namely: goals, people, management and techniques. however, 
the literature has only superficial descriptions of the model 
that impede it from making a more detailed analysis. 

Test Maturity Model (TMM) is a model with 5 maturity 
levels: Level 1 - initial, Level 2 - phase definition, Level 3 - 
integration, Level 4 - management and measurement and 
Level 5 - optimization/ defect prevention and quality control. 
However, TMM does not discuss any issue directly related to 
test automation. 

Testing Capability Maturity Model (TCMM) consists of 5 
maturity levels: initial, repeatable, defined, managed and 
optimizing. The model includes key areas for each maturity 
level. However, the little information available does not 
describe TCCM appropriately so that what automation issues 
are present in the model can be analyzed. 

Testability Support Model (TSM) was developed with a 
view to identifying actions that can improve the ability that a 
system has to be testable. This has three levels of maturity and 
6 Key Support Areas, namely: Software Engineering 
Infrastructure, Project plans, Product information, Software 
design, Testware and Test environments. However, there is 
little information available on the model that enables it to be 
analyzed in greater depth.  

Test Improvement Model (TIM) is a model intended to 
guide testing functions in their improvement work which has 

a four-step improvement ladder. The initial level has been 
given the number zero, as it is a non-compliance level and the 
other levels are numbered from 1 to 4, namely: Level 1 – 
optimizing, Level 2 – risk-lowering, Level 3 – cost-
effectiveness and Level 4 – baseline. It has 5 key areas, 
namely: organization; planning and tracking; test case, 
testware and reviews. In its scope, testware deals with the 
actual testing procedures that are run, the support software, the 
data sets that are used to run the tests, and the supporting 
documentation. It includes managing the configuration of 
testware and the use of testware and tools. The model also 
mentions that tools can assist in performing non-creative and 
repetitive tasks, such as running the same test cases several 
times and automating testing activities. However, no 
guidelines are presented to support them 

The Test Process Improvement Model (TPI) has 3 levels 
and 14 scales. Each level consists of a number of scales and 
these indicate which key areas need to be improved. The 
levels are: controlled, efficient and optimizing. The model 
also has 20 key areas, 1 of which is testware management. The 
model states that testing products (testware) should be 
maintainable and reusable and so they must be managed. Yet, 
test automation itself is absent in the model. 

The objective of the Organization Testing Maturity Model 
(TOM) is to identify and prioritize organizational bottlenecks 
and generate solutions to these problems. A questionnaire is 
used to identify and prioritize both the symptoms and 
suggestions for improvement. Despite its name, it is not 
characterized as maturity model, as its focus is to solve 
problems and not improve testing in the organization, and 
there is no information on test automation. 

The Test Maturity Model Integration (TMMi) is a model 
for improving the testing process developed as a guide and 
reference framework. It follows the staged version of CMMI, 
and also uses the concepts of maturity levels for evaluating 
and improving the testing process. TMMi consists of 5 
maturity levels, namely: Level 1 - initial; Level 2 - managed; 
Level 3 - defined; Level 4 - measured; and Level 5 - 
optimization. Each level of maturity presents a set of process 
areas that must maturity at that level, in which each level of 
maturity is the starting point for the next level. 

Despite being a maturity model specifically for the test 
area and its having systematic ways to enter the practice of 
software testing in the context of projects under development, 
it does not have a process area specifically dedicated to tools 
and/or test automation, nor does it include systematic 
suggestions for improving testing automation. 

The Brazilian Maturity Model for Testing (MPT.BR) is a 
reference model that defines, implements and improves 
testing processes based on its being continuously improved. It 
also tackles the same approach to improving the testing 
process by using process areas that include the best practices 
of testing activities throughout the testing life cycle of the 
product. The model has 5 maturity levels, namely: Level 1 - 
partially managed; Level 2 - managed; Level 3 - defined; 
Level 4 - prevention of defects and Level 5 - automation and 
optimization. 

Within the ambit of test automation, the model shows the 
process area of Automation of Executing the Test (AET), the 
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purpose of which is to develop and maintain a strategy to 
automate the running of the test. This process area comprises 
the following list of specific practices:  

 Defining the objectives of the automation regime; 

 Defining criteria for selecting test cases for 
automation; 

 Defining a framework for automating testing;  

 Managing automated testing incidents; 

 Ensuring adherence to the objectives of automation; 
and  

 Analyzing the return on investment in automation. 
Although the specific practices have a systematic way for 

introducing testing, they are still vague as to identifying the 
moment at which automation is to be performed. There is no 
specific information on introducing automation into the 
software development process, besides its not saying which 
testing levels can be automated. The written format is generic 
and comprehensive, into which every type of automation can 
fit. However, it does not help choosing where automation 
should start and what benefits can be achieved. 

Therefore, this article puts forward a framework that can 
fill this gap in current research and aids taking a more flexible 
approach, for which there are no strict steps for introducing 
practices as this is in a maturity model. In this context, the next 
section will detail the research methodology associated with 
this study. 

III. RESEARCH METHODOLOGY 

The research methodology planned for this study has three 
phases. The first is a Bibliographical Review, which 
comprises an exploratory review and a systematic review and 
the second is that of defining the Proposal. The latter is 
developed, underpinned by an empirical research including 
conducting interviews in the industry. The third phase is 
Evaluation, which will be conducted by using a focus group 
and a case study. Fig. 1 illustrates this approach. 

Figure 1.  The design of the research activities | Source: author. 

A. Exploratory Review 

An exploratory review, or a bibliographical review, is a 
critical, meticulous and comprehensive analysis of current 
publications in a given field of knowledge. It is an important 

step in the research, since it supports understanding the subject 
of research and assessment, if this is worth studying, and 
provides insights into how a researcher can define the scope 
for a particular area of interest [4]. The literature review 
correlates the research to the ongoing dialogue in the 
extensive literature, thereby filling in gaps and extending prior 
studies [22]. 

The main objective of this research instrument is to 
identify and explore publications related to the area being 
studied in order to learn how this problem has been 
approached and analyzed in previous studies with a view to 
reaching a better understanding of the research problem being 
investigated. 

An ad-hoc bibliographical review has been undertaken by 
conducting searches of the scientific libraries available, such 
as IEEE Explorer, Engineering Village (including Inspec and 
Compendex), Scopus, ACM, Google Scholar and Springer. 

B. Systematic Review 

According to Kitchenham [18], a systematic review of the 
literature is a way to identify, assess and interpret all relevant 
research available on a specific research question, or related 
phenomena of interest. 

In order to achieve these benefits, a systematic review is 
under development which will be used to help assess the 
benefits and limitations of software testing automation and to 
analyze how the cost and quality of software is affected as a 
result of introducing automation practices.  

In this research, an analysis is made of material published 
between 2005 and 2015, based on the main libraries such as 
IEEE Explorer, Engineering Village (including Inspec and 
Compendex), Scopus, ACM, Google Scholar and Springer. In 
addition, several relevant journals and conference proceedings 
are examined under the manual method. This is work-in-
progress, during which data are being extracted by automatic 
searches. These data will be used to synthesize this study and 
report the results. 

This systematic review is very important because it will 
ensure that all relevant studies in the literature are mapped. 
This will underpin how best to define the strategy needed to 
introduce test automation and guarantee that all related work 
is known and assessed in this research. 

C. Empirical Research with Interview 

The empirical research with interview, based on experts’ 
opinion, was one of the methods chosen to support this study. 
This consists of a comprehensive system for collecting 
information to describe, compare or explain knowledge, 
attitudes and behavior [24]. 

A group of experts in software testing automation was 
selected in order to collect their opinions, attitudes and 
expectations about the research questions for this study.  

The survey was organized in three parts. The objective of 
Part 1 was to gather personal information and information on 
the professional background. The goal of Part 2 was to 
validate the problems of test automation, and this included 
analyzing the challenges, problems, benefits of the testing 
automation area and determining what gaps there are. Part 3 
focused on analyzing the automation strategy used in the 
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companies, and included questions about the test strategy, 
levels of automation and technologies used. Finally, the aim 
of Part 4 was to evaluate what opinions experts have as to the 
hypothesis of this study.  

This survey was applied to 4 experts on testing, 2 of whom 
work in England and the other 2 in Brazil. They work directly 
on test activities in their companies and each of them has had 
more than ten years’ experience in testing. 

The results from Part 2 mainly showed that there is a 
shortage of qualified professional who can engage on test 
automation and this makes it harder to introduce automation 
practices into a project. Moreover, the lack of senior 
management support also makes it more difficult to include 
automation practices in a project. Moreover, the difficulties 
faced in setting up an automation environment is also an 
impediment, as is the need for rework on tests assets due to 
changes made in requirements.   

In Part 2, the benefits gained from test automation were: 
an increase in the team’s velocity; more frequent delivery of 
working software; code continuous integration; fast execution 
of a group of test cases; parallel work can be done while tests 
are running; better visibility of code test coverage; and 
increasing the likelihood of finding new errors before 
delivering software to the market. 

In Part 3, the intention was to collect experiences on how 
test automation was first introduced into a project. No results 
could be reached from this question, which re-emphasized the 
hypothesis of this study that there are no systematic ways to 
introduce test automation in a project that has not 
implemented this practice when that project was under 
development. 

D. Focus Group 

Using a focus group is an approach in which a group of 
people gather to evaluate concepts and/or problems [3], and 
consists of a survey to obtain qualitative insights and feedback 
from experts in certain subjects. A focus group meeting 
involves semi-structured group interviews, in which the 
interactions in the group are explicitly used to generate data. 
Participants offer personal opinions but can also interact based 
on the response of other participants while the interviewer acts 
as moderator so that the interview remains focused on its 
objectives [9]. 

The objective of the focus group in the context of this 
paper is to evaluate the proposal of this thesis with a view to 
collecting suggestions for improving and developing the 
proposal prior to conducting the case study. 

E. Case Study 

A case study can be defined as a research strategy on 
understanding the dynamics present in a given environment, 
in accordance with the view of Eisenhardt [5]. A case study is 
an empirical method that targets analyzing a phenomenon in 
a given context. The purpose of the case study is to seek pieces 
of formal evidence by using variables that can be measured 
and to draw inferences coming from the example for a given 
population. 

Case studies are appropriate when the boundaries between 
the phenomenon and the context are not clearly defined, and 

the type of evidence is considered to be very rich and 
contextualized [9]. 

In this context, a case study should be used as a tool to 
validate the solution proposed, and will be conducted as 
proposed by Runeson and Höst [26], based on the following 
steps: 

 Designing the case study; 

 Preparing for data collection; 

 Collecting evidence; 

 Analyzing the data collected; and 

 Writing a Report. 
The case to be applied will be in a software development 

company that has an academic management product that 
integrates all areas of the educational institution. The data 
collection method will start from the principle that the 
researcher will have direct contact with the data and collect 
them in real-time (first degree data), by using interviews and 
focus groups. 

Data analysis shall be conducted quantitatively, using 
correlation analysis, which describes how a given 
measurement of a process activity is related to the same 
measurement in a previous process, and thus compare them. 
The measurement being compared is the cost of testing, by 
assessing whether it decreases when automated testing is 
introduced into the software development process. In addition, 
the quality of the software shall also be analyzed from when 
automated testing was introduced in the software development 
process. 

Based on all observations so far gathered, in line with the 
steps defined in the research methodology, the technical 
approach has been developed and will be detailed in the 
following Section.  

IV. TECHNICAL APPROACH  

The approach developed to support the objective of this 
study and to answer the research questions is the Framework 
for Automating Software Testing (FAST). 

According to ISO/IEC/IEEE [16], a framework can be 
defined as “a reusable design (models and/or code) that can be 
refined (specialized) and extended to provide some portion of 
the overall functionality of many applications”. 

Although conceptually, the term ‘framework’ is more 
related to the technical component of a software, this study 
uses this term in order to make it clearer how a group of best 
practices can be adapted to a project in accordance with its 
specific needs so as to reap the best benefits of software testing 
automation. FAST differs from a maturity model in that the 
practice areas are not mandatory and there is no need to certify 
a company in the framework; and in accordance with the 
needs of a specific environment, each process area can be 
applied to a project.  

Therefore, FAST is defined in accordance with the 
components shown in Fig. 2 and described as follows: 

 Automation level. Determining this is a separate test 
effort that has its own documentation and resources 
[15]. This represents the scope within which 
automation activities will be welcomed in a project; 
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 Area is a general range of interest in which FAST is 
divided into two parts, Technical and Support, as 
shown in Fig. 3. It includes what is needed to 
introduce testing automation techniques into a 
project and consists of process areas; 

 Process Area This is a group of related practices in 
an area that, when implemented collectively, satisfies 
a set of goals considered important for enhancing that 
area [28]. Each process area is assigned a specific 
purpose, has guidelines that must be implemented, 
and suggested work products that must be produced 
by engaging on such practices. 

 

Figure 2.  FAST components | Source: author. 

The relationship between the areas were defined in 
accordance with CMMI-DEV [28], where the support process 
areas address processes that are used in the context of 
performing other processes. In this case, the Support Area 
comprises a fundamental support function and relies on the 
processes of the Technical Area for input. For example, the 
process area for Project Planning will plan the test strategy for 
the Process Area of Unit Testing.  

 

 

Figure 3.  FAST areas | Source: author. 

Fig. 3 presents the overall structure of FAST, together with 
the process areas for each area. The framework can be applied 
by instantiating it in a project context, where the process areas 
can be adapted to best fit the environment where it will be 
applied. The objectives and process areas will be described in 
the following section. 

A. FAST Support Area 

The objective of the FAST Support area is to cover 
essential mechanisms to support establishing and maintaining 
the automation environment. It was developed based on the 

reference model of both CMMI-DEV, which covers a generic 
view of best practices for software development projects, and 
TMMI, which has a group of guidelines specific to test 
projects. The objective of process is to undertake practices that 
are fundamental to systematically introducing automation 
practices but are not specifically directed towards automation 
practices. The objective and guidelines of the process areas 
from the support area are given below. 

Project Planning 

The purpose of Project Planning is to define a plan to 
support setting up an automated test project for which the 
guidelines are as follows:   

 Plan test project; 

 Define test strategy; 

 Make estimates; 

 Analyze project and product risks; and 

 Obtain commitment to the plan. 
The work products related to this process area can be a 

test plan which has the information required by the guidelines. 

Project monitoring 

The purpose of Project Monitoring is to provide an 
understanding of the project’s progress so that appropriate 
corrective actions can be taken when the project’s 
performance significantly diverges from the plan [28].  

It has the following guidelines: 

 Monitor progress against the plan; 

 Monitor product quality;  

 Conduct corrective actions as per the demand; and  

 Manage corrective actions to closure. 
The work products related to this process area can be 

defined as project monitoring sheets, together with systems to 
track adherence to the project schedule and issues from start 
to closure. 

Configuration management 

One reason maintainability is so important is that without 
it tests cannot be accumulated. Therefore, the purpose of 
Configuration Management is to establish and maintain the 
integrity of testware by defining the management system for 
the configuration, for which there are the following 
guidelines: 

Establish project baselines; 

 Control and track changes; and 

 Establish the integrity of the project. 
The main work products related to this process area are 

the configuration management system together with its plan. 

Measurement and analysis 

The purpose of this process area is to define, collect, 
analyze and apply measurements to support an organization in 
objectively evaluating the effectiveness and efficiency of the 
test process [31]. In this case, all indicators defined are 
specifically aligned to the automation strategy, in order to best 
achieve its desired objectives. The guidelines for this are as 
follows:  

 Define test indicators for the project; 

 Specify test measures in terms of data collection and 
storage procedures; 
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 Specify analysis procedures; 

 Collect test measurement data; 

 Analyze test measurement data; 

 Communicate results; and 

 Store data and results. 
The main work product here is the measurement and 

analysis plan, together with the data collected and formally 
analyzed. 

Requirement 

The purpose of this process area is to clearly define the test 
automation requirements and the following guidelines area 
associated with this process area: 

 Define what products need to be automated; 

 Prioritize requirements; and 

 Maintain the traceability of requirements. 
The work products in this case are those on the list of 

requirements, for which tests will be automated in the 

software development process. 

Incident management 

The purpose of this is process area is to objectively define 
the mechanism and procedures to formally monitor all product 
incidents derived from test automation activities. It supports 
testers in the investigation and documentation of test incident 
reports and the retesting of defects when required [10]. 

In order to achieve this, the following guidelines are 
suggested: 

 Establish incident management system; 

 Register, classify and prioritize incidents; 

 Solve and track incident upon its closure; and 

 Escalate non-solved incidents. 
The main work product related to this process area is the 

incident management system. 

B. FAST Technical Area 

The objective of the FAST Technical area is to establish 
and maintain automated mechanisms for testing software 
applications throughout test levels in order to produce test 
environments that can be developed, managed and maintained 
efficiently. The technical area consists of four process areas, 
in accordance with the automation levels that a software can 
undergo, and its objective is to describe practices to support 
automation activity. The details of the processes areas of the 
technical area re given below. 

Unit Testing 

The objective of this process area is to provide 
mechanisms so that unit tests are implemented in a systematic 
and documented way in order to maximize the benefits of 
automation in the test project. This area has the following 
guidelines: 

 Design the test suite; 

 Implement the refined plan and test design; 

 Measure the test unit; 

 Run the test procedures; 

 Evaluate test completion; and 

 Evaluate the effort and test unit. 

The work products related to this process area are the test 
items, the design of the test specification [15], test summary 
report [15], and reporting the failures found. 

Integration Testing 

The purpose of the Integration Testing process area is to 
evaluate the integration between software components, to 
ensure that the architectural design of the system is 
implemented correctly [13][13]. It tests the interface between 
components and interactions in different parts of the system, 
such as operating system, the file system and the interface 
between the systems [1] 

This process area has the following guidelines: 

 Design the integration approach (bottom-up or top-
down), in accordance with the system’s 
requirements; 

 Design the set of integration tests; 

 Implement the design of the integration tests: 

 Run the test procedures; 

 Assess whether the tests have been completed and 
whether they have achieved the required coverage of 
the requirements; and 

 Formally record and direct the non-conformities and 
restrictions arising from the integration actions. 

The work products related to this process area are the set 
of integration tests and formally reported results. 

System Testing 

The purpose of the System Testing process is to test the 
integrated and complete systems so as to assess its ability to 
communicate with each other and validate whether the 
systems are in accordance with the specifications of the 
requirements [15]. 

The objective of this process area is to test the finalized 
system and analyze the behavior of the system as a whole in 
order to analyze compatibility with the specified 
requirements, and can be performed in line with the testing 
approach selected, such as risk-based products, business 
processes or other description of the behavior of a high-level 
system [1]. 

This process area has the following guidelines: 

 Establish the testing approach of the system; 

 Select the testing techniques of the system; 

 Design the set of system tests; 

 Implement the system tests; 

 Run the system tests; 

 Assess whether the test was completed; and 

 Register, formally, and direct non-conformities. 
This process area needs to address questions about the 

selection of requirements so as to generate a group of test 
cases to be automated and run in the context of a project. The 
related work products are the set of test cases, and the formal 
record in a specific tool of the results. 

Acceptance Testing 

The objective of the Acceptance Testing process area is to 
ensure that the product is working and that it can be presented 
for acceptance, in which the customer and/or user is expected 
to be involved [12]. At this level of automation, the object to 
be tested is the complete system and this must address 
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activities in order to demonstrate the customer’s acceptance 
regarding the final system. 

The objective of this process area is to ensure that the suite 
of acceptance tests, planned in accordance with the strategy 
and needs of the end user, is implemented so that it can run 
automatically. To this end, this process area has the following 
guidelines: 

 Define acceptance criteria; 

 Define the acceptance plan; 

 Prepare the testing acceptance environment; 

 Assess the conditions of acceptance; and 

 Conduct the closure of acceptance. 
The work products related to this process area are the 

acceptance plan, the acceptance environment, the suite of 
acceptance tests, the due register of the test results and 
incidents recorded and followed upon until closure on the 
appropriate tool. 

In this context, this section presented the FAST way to 
include the theoretical structure and its process areas. The 
following section presents the conclusions and future studies 
planned for this research. 

V. CONCLUSIONS 

This paper proposes a framework to support the systematic 
introduction of test automation in the context of software 
development. The approach was defined by describing 
automation levels, technical and support areas, and practice 
areas. 

In order to evaluate this general approach, a plan was 
drawn to conduct a focus group and a case study, in 
accordance with the descriptions given in the methodology 
Section, in order to gather feedback on the value of FAST 
being feasible, complete and adequate. After this phase, it was 
expected that the description of the framework would be 
enhanced in order to finalize how to define the framework. 

Some threats to this study were identified and are being 
dealt with in order to minimize side effects to the expected 
results. The first threat is the possibility of bias while 
analyzing data from the case studies, since the results of 
introducing FAST may vary according to the domain of 
application. In order to minimize this threat, three different 
scenarios and domains were planned to be part of the scope of 
the case study, in which the absence of information in a 
specific context can be complemented by having it in another. 

Another threat would be to focus the definition of the 
framework upon the perspective of the very few authors found 
in the literature review. Hence, to diminish this possible 
problem, a systematic review of the literature is being 
developed to guarantee that all research studies are taken into 
consideration when developing this project.  

Therefore, this work-in-progress offers contributions to 
research on test automation and its practice, whereby a 
framework is compiled from a combination of experience, 
practice and a systematic review of the literature in the form 
of best practices, which can be applied when running tests in 
software development. 
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