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Abstract — Microservices have been adopted as a natural 
solution for the replacement of monolithic systems. Some 
technologies and standards have been adopted for the 
development of microservices in the cloud environment; API 
and REST have been adopted on a large scale for their 
implementation. The purpose of the present work is to carry 
out a bibliographic survey on the microservice architecture 
focusing mainly on security, privacy and standardization 
aspects on cloud computing environments. This paper presents 
a bundle of elements that must be considered for the 
construction of solutions based on microservices. 
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I.  INTRODUCTION 
Migration of the monolithic architecture to the cloud has 

been a major problem. In this paper a research was carried 
out on the topic of microservices that have been adopted as 
a natural solution in the replacement of monolithic systems. 
The main question lies in how its architecture has been used 
and issues of security and privacy keys in a cloud 
computing environment. The motivation for this collection 
was the fact that more and more microservices have been 
found as a solution for applications in the cloud. Cloud 
computing provides a centralized pool of configurable 
computing resources and computing outsourcing 
mechanisms that enable different computing services to 
different people in a way similar to utility-based systems, 
such as electricity, water, and sewage. 

For the recent advances of cloud computing 
technologies, the use of microservices on applications has 
been more widely addressed due to the rich set of features in 
such architecture. These applications can be deployed on 
clouds that make users use it at low cost, threshold, and risk. 
Therefore, their practical use in business can be expected as 
a trend for the next generation of business applications [1].  

Scaling monolithic applications is a challenge because 
they commonly offer a lot of services. Some of them are 
more popular than others. If popular services need to be 
scaled because they are highly demanded, the whole set of 
services will also be scaled at the same time, which implies 
that unpopular services will consume a large amount of 
server resources even when they are not going to be used 
[2].        

The architecture based on microservices has emerged to 
simplify this reality and are a natural evolution to 
application models. 

Microservices are a software oriented entity, which have 
the following features [3]: 

Isolation from other microservices, as well as from the 
execution environment based on a virtualized container; 

Autonomy – microservices can be deployed, destroyed, 
moved or duplicated independently. Thus, microservices 
cannot be bound to any local resource because microservice 
environment can create more than one instance of the same 
microservice; 

Open and standardized interface that describes all 
specific goals with effectiveness, efficiency and available 
communication methods (either API or GUI); 

Microservice is fine-grained – each microservice should 
handle its own task. 

The microservice architecture is a cloud application 
design pattern that implies that the application is divided into 
a number of small independent services, each of which is 
responsible for implementing a certain feature, as noted in 
Figure 1.  

 
Figure 1. Microservice system architecture[3]. 
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Microservices can be considered meta-processes in a 
Meta operating system (OS); they are independent, they can 
communicate with each other using messages and they can 
be duplicated, suspended or moved to any computational 
resource and so on [3]. 

The remainder of this article is structured as follows: 
Section II introduces the architecture of implemented 
microservices. Section III presents security in the cloud 
computing environment and Section IV shows the privacy 
model adopted in the cloud applications for microservices. In 
Section V, we present the standards of cloud environment 
and then conclude and summarize all the results of that 
exercise in Section VI.  

II. MICROSERVICE ARCHITECTURE  
The microservice architecture has become a dominant 

architectural style choice in the service oriented software 
industry. Microservice is a style of architecture that puts the 
emphasis on dividing the system into small and lightweight 
services that are purposely built to perform a very cohesive 
business function, and is an evolution of the traditional 
service oriented architecture style [4]. 

The idea of splitting an application into a set of smaller 
and interconnected services (microservice) is currently 
getting many interests from application developers and 
service providers (e.g., Amazon [5][6], Netflix [7][8], eBay 
[9][10]).  

A Microservice based architecture has a pattern for 
development of distributed applications, where the 
application is composed of a number of smaller 
"independent" components; these components are small 
applications in themselves [11].  

A microservice normally comprises three layers as a 
typical 3-tiered application [12], consisting of an interface 
layer [13], a business logic layer [9] and a data persistence 
layer, but within a much smaller bounded context. This sets 
a broad scope of the technical capabilities that a 
microservice could possess. However, not every 
microservice provides all capabilities. This would vary 
depending on how the function provided is meant to be 
consumed. For example, a microservice used primarily by 
providers of API's would have a communications interface 
layer, business logic and data persistence layers but not 
necessarily have user interfaces [11]. 

We are considering a reference architecture model of 
microservices, demonstrating the main components and 
elements of this standard [11]. Table 1 presents a 
comparison between monolithic architecture and 
microservice architecture 

TABLE I.  COMPARING MONOLITHIC AND MICROSERVICE 
ARCHITECTURE [14] 

Category Monolithic 
Architecture 

Microservice 
Architecture 

Code 
A single code 
base for the entire 
application. 

Multiple code bases. Each 
microservice has its own 
code base. 

Understandability 
Often confusing 
and hard to 
maintain. 

Much better readability 
and much easier to 
maintain. 

Category Monolithic 
Architecture 

Microservice 
Architecture 

Deployment 

Complex 
deployments with 
maintenance 
windows and 
schedules 
downtimes.  

Simple deployment as each 
microservice can be 
deployed individually, with 
minimal if not zero 
downtime. 

Language 

Typically, entirely 
developed in one 
programing 
language. 

Each microservice can be 
developed in a different 
programing language. 

Scaling 

Requires you to 
scale the entire 
application even 
though 
bottlenecks are 
localized. 

Enables you to scale bottle-
necked services without 
scaling the entire 
application. 

 
In this paper, we will cover the following main 

elements: 
A. API Proxy 

 To "de-couple" the microservice from its 
consumers, this proxy pattern is applied at the 
microservice interface level, regardless of the "API 
proxy" component. Organizations will provide 
API's to different consumers, some of whom are 
within and others outside the enterprise. These 
microservices would differ in service level 
agreements (SLA), security requirements, access 
levels, etc [11]. 

B. Enterprise API Registry  
The "discovery" requirements of the microservices 
are met through the use of the API registry service. 
Its purpose is to make the interfaces exposed by the 
microservice visible to consumers of the services 
both within and outside the enterprise. An 
"Enterprise API registry" is a shared component 
across the enterprise, whose location must be well 
known and accessible. Its information content is 
published in a standard format, information should 
be in consistent and human readable format, and 
must have controlled access. It must have search 
and retrieval capabilities to allow users to look up 
details on available API specifications at design 
time [11]. 

C. Enterprise Microservice Repository 
The "enterprise microservice repository" would be a 
shared repository for storing information about 
microservices. It provides information such as 
microservice lifecycle status, versions, business and 
development ownership, detailed information like 
its purpose, how it achieves the purpose, tools, 
technologies, architecture, the service it provides, 
any API's it consumes, data persisted and queried 
and any specific non-functional requirements. In the 
absence of well-defined repository standards, the 
enterprise must define its own standard specification 
artefacts for microservices [5]. 
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These elements are fundamental to the organized 
implementation of microservices and have been considered 
in this survey. 

III. SECURITY ON CLOUD COMPUTING  
Switching from a monolithic or centralized architecture 

to a decentralized architecture requires some care. In the 
past, security was focused on a single point [15], 
responsible for receiving all service requests. In the 
microservice-based architecture, the resources are offered 
through several points of access that interconnect each 
other, forming a unique solution. 

Monolithic security services are relatively easier to 
implement than microservices. Monolithic services have a 
clear boundary and encapsulate their intercommunications. 
This will obscure security vulnerabilities [16][17] within the 
inner layers of the system. A microservice also encapsulates 
its communications. Both microservices and services are 
based upon clear requirements. 

In a microservice-based system a simple routine 
completion requires the microservices to communicate with 
each other over network, for example. This will expose 
more data and information (endpoints) about the system and 
thus it expands the attack surface [8]. Some care must be 
taken in the communication between other services in the 
same network, and this is one of the major challenges 
[13][15][18] in this approach. 

The organization of teams for the development of a 
system based on microservices are generally subdivided into 
teams and services, and these teams are generally 
responsible for the implementation and delivery of services. 
For this type of implementation, the teams have to be 
aligned in the purposes of the microservices and the 
interconnection between them, thus also synchronizing the 
protocol [19] used to carry out the communication, thus 
respecting a standard for access protection or improper 
interception. Defining the way services are interconnected 
and interacting is the key point of security [20]. 

The security challenge brought by such network 
complexity is the ever-increasing difficulty in debugging, 
monitoring, auditing and forensic analysis of the entire 
application [21]. Since microservices are often deployed in a 
cloud that the application owners do not control, it is 
difficult for them to construct a global view of the entire 
application [10]. 

In microservice architecture, an application is essentially 
a collection of workflows. These workflows can compose 
many levels of services, each processing and modifying the 
data before its final destination. What we need is a way to 
certify the metadata related to a data stream and manage its 
validity during time and re-elaboration [22]. 

Security is a major challenge that must be carefully 
thought of in microservices architecture. Services 
communicate with each other in various ways creating a 
trust relationship. For some systems, it is vital that a user is 
identified in all the chains of a service communication 

happening between microservices. OAuth and OAuth2 are 
well-known solutions that are employed by designers to 
handle security challenges [4]. 

Although the microservices are independent and do not 
cause dependencies among the modules, the biggest 
challenge nowadays is to guarantee availability [23]. The 
DevOps movement (set of practices to integrate the software 
development to IT operations) is currently collaborating 
with cloud environments and microservice architecture, 
providing continuous integration from the code compilation 
to the availability of the test and production environment, 
making it a facilitator for systems implementation utilizing 
microservices. 

Ensuring the availability of services is presented as a 
security requirement facilitated by the use of the 
microservice architecture. This approach usually works by 
fragmenting the entire solution in smaller pieces [24].  
Considering that these fragments are parts of the code with 
specific functions (microservices), in the event of a 
fragment failure, it would not result in the unavailability of 
all system resources. Availability has some critical points as 
they are bound to be observed such as: implementing 
software versions, software crash recovery, invasions, 
unavailability of infra features beyond points. 

In a microservice architecture, it is typical for many 
instances of a particular service to be running at any one 
time and for these instances to stop and start over time [25]. 
The problem of service discovery is to enable service 
consumers to locate service providers in real time to 
facilitate communication [26]. Docker Containers have been 
gaining a lot of hard work because of their agility and ease 
of making new services available [23]. The containers allow 
the microservices to be packaged [27] and available next to 
their dependencies in a single image, thus facilitating the 
availability of the service in a timely manner, minimizing 
downtime. This mode is called code portability [28]. In the 
context of microservices, the use of docker containers for 
service delivery has resulted in benefits under various 
aspects, such as: automation, independence, portability and 
security, especially when considering ease of management, 
creation and continuous integration of environments 
systems offered by the docker platform. In Docker, each 
container consists of only the application and the 
dependencies that the application needs to run, ideally no 
more and no less [28]. 

IV. PRIVACY MODEL  
Privacy has been a barrier to adoption of cloud 

computing [24][29]. The migration to microservices has 
helped overcome this obstacle due to the scale gains 
proposed in this architecture. 

In general, privacy refers the condition or state of hiding 
the presence or view [30]. There is a need to attain this state 
in the places where confidential things are used such as data 
and files. In cloud data storage privacy is needed to attain 
the data, user identity and controls [31] 
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The exchange of sensitive data is intense in large-scale 
scenarios of cloud computing, with several federations, 
where multiple Identity Providers (IdP) and Service 
Providers (SP) work together to provide services. Therefore, 
identity management should provide models and privacy 
mechanisms in order to manage the sensitive data of its 
users  [15]. 

Cloud service provides various options to the business 
customers to choose the level of protection needed for their 
data. The most common of these approaches is encryption. 
The customer chooses the type of encryption that they prefer 
and store the encryption key in a safe place under their 
control [19]. 

To ensure privacy, a well referenced model is used. This 
model is presented in Figure 2. 

 
Figure 2. Cloud security and privacy model [29]. 

According to the proposed model in [29], a secure and 
private cloud model is divided into five layers: Physical and 
Environmental Security, Cloud Infrastructure Security, 
Network Security, Data and Access Control and Privilege 
Management. 

1. Physical and Environmental Security 
Layer of policies adopted with the objective of 
protecting physical access to the cloud provider [5]. 

2. Cloud Infrastructure Security 
Addresses issues with cloud infrastructure security, but 
specifically with the virtualization environment [32]. 

3. Network Security 
Specifies the medium to which the end user connects to 
the cloud, comprising browsers and their connection [9]. 

4. Data 
Layer covers data privacy, integrity, confidentiality, and 
geographic location [22]. 

5. Access Control and Privilege Management 
Policies and processes used by cloud services provider 
to ensure that only the users granted appropriate 
privileges can use or modify data. It includes 
identification, authentication [33] and authorization 
issues [29]. 

V. MICROSERVICE STANDARDS AND  SOLUTIONS 
In the centralized structure, the standardization becomes 

almost a natural way, but in the implementation of 
microservices this philosophy changes. 

Teams building microservices prefer a different 
approach to standards too. Rather than using a set of defined 
standards, written down somewhere on paper, they prefer 
the idea of producing useful tools that other developers can 
use to solve similar problems to the ones they are facing. 
These tools are usually harvested from implementations and 
shared with a wider group, sometimes, but not exclusively, 
using a git and github has become the de facto version 
control system of choice. Open source practices are 
becoming more and more common in-house [34]. 

A microservice is an application on its own to perform 
the functions required. It evolves independently and can 
choose its own architecture, technology, platform, and can 
be managed, deployed and scaled independently with its 
own release lifecycle and development methodology. This 
approach takes away the construct of the SOA and ESB and 
the accompanying challenges by making "smart endpoints" 
and treating the intermediate layers as network resources 
whose function is that of data transfer [11]. 

The applications that expose interfaces that can be used 
by other applications to interact with are defined as 
"application programming interfaces" (API) [5]. 
Microservice API's which are built using internet 
communication protocols like HTTP, adhere to open 
standards like REST [35][36] and SOAP [2] and use data 
exchange technologies like XML [18] and JSON [5]. 

Applications developed in a monolithic architecture 
perform multiple functions such as providing address 
validation, product catalogue, customer credit check, etc. 
When using the microservice based architecture pattern, 
applications are created for specific functions, such as 
address validation, customer credit check and online 
ordering; these applications are cobbled together to provide 
the entire capability for the proposed service. The approach 
to application development based on microservice 
architecture addresses the challenges of "monolithic" 
application and services [11]. 

In the research undertaken in this paper, the 
microservices are implemented and documented as follows: 

A. Architectural views/diagrams [4]  
● UML 
● Standard modeling languages, e.g. RAML and 

YAML.  
● Specifically designed modeling languages, e.g. 

CAMLE. 
● Standard specification languages, e.g. 

Javascript (Node.js), JSON and Ruby. 
● Specifically designed specification languages, 

e.g. Jolie.  
● Pseudocode for algorithms. 

B. REST 
REpresentational State Transfer (REST) consisting 
of a set of architectural principles that, when 
followed, allows a well-defined interface design to 
be created. Applications that use REST principles 
are called RESTFul. REST  [10][18][36][37] is 
often applied to provide services to other services 
(web services) and to the same full use of messages. 
To better understand the architectural style, it is 
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important to highlight three important concepts: (i) 
feature; (ii) operations and (iii) representations. 
Resource is any information that is made available 
to customers through a unique identifier (URI). We 
can also define resource as being the source of 
representations. The representations are a set of data 
that explains the state of the requested resource. 
URIs must have a notation pattern, be descriptive, 
and have a previously defined hierarchy. The same 
resource can be identified by one or more URIs, but 
a URI [38] [39] identifies only one resource. 

C. API 
Application Program Interface (API) are (a) basic 
authentication, including API user registration with 
strong password protection, (b) modern security 
mechanisms such as message level security, web 
signature and web encryption, and (c) security 
mechanism within API and its backend services as a 
third security factor such as token based API for 
backend authentication, public key infrastructure 
and transport layer handshake protocol [13]. 

REST APIs [7] are developed in many technologies and 
microservices developed using different types of 
programing languages (Java, .NET, PHP, Ruby, Phyton, 
Scala, NodeJs,etc.) and persistent technologies (SQL, No-
SQL, etc.) [2][28]. They can be managed and exposed to 
web clients, who can then access the microservices and 
receive their responses through a “livequery” mechanism 
whereby updates to database data are instantly 
communicated to subscribing clients [18]. Figure 3 best 
presents categories of practices for designing REST-based 
web services. 

 
Figure 3. Categories of best practices for designing REST-based web 

services [40]. 

NoSQL database are used in these implementations 
[18][41][42][43]. The NoSQL nature of the database is 
essential for providing the scaling, sharding and replication 
functionality expected from modern architectures, as well as 
to better support hierarchical data required for collaborative 
document editing [18]. 

The popularity of the architecture based on 
microservices is evident from the report by the popular jobs 
portal indeed.com, in which the number of job openings on 
microservices-related technologies, such as JSON 
[10][20][39] and REST [2][18][36] has grown more than 
100 times in the last six years, whereas jobs in similar 
technology areas like SOAP and XML have remained 
nearly identical [10]. 

Solutions for microservices seek to implement simple 
algorithms that meet specific needs with the elements 
presented in this section. 

VI. CONCLUSIONS AND FUTURE WORK 
Microservice-based architecture has been a growing 

choice as an architectural style for software development. In 
this architectural style, the services provided by software 
solutions are divided into smaller parts and focused on the 
specific service of some functionalities. The approach of 
developing microservices with the construction of smaller 
software components has a number of advantages over the 
traditional monolithic architecture, such as increasing the 
resilience of the software implemented as a microservice 
and the ease of scaling the solution implemented through the 
microservices. 

The development of software using the microservice-
based architecture comprises important aspects that must be 
observed in order to obtain good results. The objective of 
this article is to present the elements that should be 
considered for the development of solutions based on 
microservices, describing how the architecture based on 
microservices is defined, identifying the elements related to 
their implementation in the cloud computing environment, 
explaining the privacy model applicable and relating the 
elements that integrate the standards and solutions linked to 
the architecture based on microservices.  

Future work can be developed to present case studies 
demonstrating the implementation of the microservice 
architecture in a cloud computing environment with the use 
of docker containers for its construction. 
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