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Abstract - Mobile agents are autonomous processes that are 

used to assign various tasks. Those processes are migrating to 

several nodes to execute those tasks locally, instead of RPCs. 

Their migration way may be different according to the 

application type and it is based on a design pattern. Here, we 

present comparative results of three different travelling design 

patterns for mobile agents (Itinerary, Branching and Star-

shaped) with the use of an application that we developed.  

Derived results showed that the branching pattern performs 

better than the other two in terms of turnaround times, 

whether we use constant size or variable size of answers to 

mobile agent requests to servers. 

Keywords - Mobile Agents; Travelling Design Patterns; 

JADE Application 

I. INTRODUCTION 

An agent is a special software component providing an 
interoperable interface to an arbitrary system and/or 
behaving like a human agent working for some clients in 
pursuit of its own agenda.  Some common tasks for such 
software components are monitoring of systems, searching 
for specific information, managing a system, etc. Agent – 
based methods are becoming more and more popular as time 
goes by and they are used in many different fields (like 
economics, e.g., [22]). Some common characteristics of 
agents are autonomy, sociality, intelligence and mobility [5].  

Agents can have a combination of various characteristics. 
Mobile agents (having as basic characteristic the mobility) 
are able to migrate from one computer to another 
autonomously and continue its execution on the destination 
computer. They are used instead of RPCs (Remote Procedure 
Calls), exchanging remotely various data. The most basic 
advantage of mobile agents is the reduction of the used 
bandwidth, because the agent migrates itself and there is no 
data exchange between different procedures hosted on 
different computers (Figure 1) [5].  

Also, these procedures are asynchronous and 
autonomous, so their function depends on network 
connectivity. That means that there is no need for continuous 

connection between nodes for data exchange. In the RPC 
model, if the connection stops when the processes are 
exchanging data, then the connection has to be restarted. In 
the meantime, a process waits for a response from the other 
process aimlessly. But, with the use of a mobile agent a job 
can be completed locally while the connection is down, and 
finally waits to migrate until the connection is established 
again (Figure 2). This is also useful in mobile phones in 
cases of unstable connections [5].  

 

 
Figure 1. Agent migration vs data migration in RPC. 

 
Figure 2. There is no need of continious network connection. 
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But also, it must also be considered that there are several 
difficulties/disadvantages of the mobile agent technology 
application into the internet infrastructures. The most 
important difficulties are various security problems, the high 
computation cost required by a server in order to host and 
serve a lot of mobile agents concurrently and the high 
difficulty of the creation and the application of those 
infrastructures. 

Multi Agent Systems (MAS) are systems in which many 
agents interact in order to solve a common problem. The 
problem is divided into several sub problems distributing 
each one to different agents in the MAS system. A MAS 
system works on a set of various computers connected via a 
specific network (LAN or WAN, etc). A MAS system is 
very appealing for building open and distributed applications 
[13]. Various MAS systems can communicate in order to 
achieve several user needs [5].  

It should also be stated that software agents, which bring 
together the two concepts “process” and “object”, are 
interesting building blocks for flexible system architectures, 
even if they are not always mobile. On the one hand,  mobile 
agents provide a novel and useful example for an open and 
distributed MAS ([14], [15], [16]). On the other hand, static 
agents (non-mobile) are probably as important as mobile 
agents: they encapsulate autonomous activities in a stronger 
way than classical objects, they communicate with other 
(mobile) agents via the same protocols and interfaces, and 
they provide (with mobile agents) a uniform way to structure 
large distributed systems [2]. 

A variety of design patterns for mobile agents have been 
proposed in the past organized in different categories [6]. A 
basic task pattern is the Master-Slave pattern. On this 
pattern, a master agent delegates a task to be done on a given 
agency to a slave agent(s). The slave agent visits the 
indicated agency where it accomplishes the task, and then 
returns to the source agency carrying the results. The master 
agent receives the results and then the slave destroys itself. 
The migration procedure of an agent varies also, creating the 
category of travelling design patterns [6]. The itinerary 
pattern (Figure 3) provides a way to execute the migration of 
an agent, which will be responsible for executing a given 
task in remote hosts. The agent receives an itinerary on the 
source agency, indicating the sequence of agencies it should 
visit. Once in an agency, the agent executes its task locally 
and then continues on its itinerary. After visiting the last 
agency, the agent goes back to its source agency [1].  

On the branching travelling pattern (Figure 4), the agent 
receives a list of agencies to visit and clones itself according 
to the number of agencies in the itinerary. Then, all clones 
will visit an agency of the received list. Each clone has to 
execute its corresponding task and notify the source agency 
when the task is completed. The importance of this pattern is 
that it splits the tasks that can be executed in parallel [1]. A 
typical example would be a search agent that sends out slave 
agents to visit multiple machines in parallel. Of course, 
mechanisms to control the high degree of dynamism of such 
agent-enabled parallel computations then become a necessity 
[2].  

So, we can imagine the World Wide Web consisting of 
servers and clients working on mobile agent platforms 
exchanging mobile agents. Also, by integrating extra 
characteristics like intelligence and sociality we will have 
smarter applications offering high level services (e.g., auto-
learning) and achieving better and more specific results.  

On the Star-Shaped travelling pattern (Figure 5) the agent 
receives a list of agencies that it has to visit. So, it migrates 
to the first destination agency, where it executes a task, going 
back to the source agency. The agent repeats this cycle until 
visiting the last agency on its list [1].  

In this paper we compare the three above mentioned 
design patterns with the use of a mobile MAS application 
that we have implemented. The application contains two 
static agents representing a web client and a web server 
(hosted on different machines). Both client and server 
exchange mobile agents. We developed all those agents 
using the JADE platform and we execute them in many 
nodes. A lot of implementations for different design patterns 
have been proposed in the past (e.g., [1], [6], [8]), but it is 
not our purpose to present another alternative 
implementation on the same subject. The contribution of our 
work is the presentation of comparative results for those 
patterns in terms of turnaround times, for constant and 
variable sizes of answers to mobile agent requests from the 
implemented servers. 

 

Figure 3. Itinerary pattern. 

 
Figure 4. Branching pattern. 
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Figure 5. Star-shaped pattern. 

II. RELATED WORK 

Aridor and Lange [6] reported on several design patterns 
for mobile agencies classified in three different categories: 
travelling, task and interaction patterns. Travelling patterns 
encapsulate mobility management of an agent for one or 
more destinations. Task patterns are concerned with the 
breakdown of a task and how these tasks are delegated to one 
or more agents. Interaction patterns are concerned with 
locating agents and facilitating their interactions. They also 
implemented three of them (master-slave, meeting and 
itinerary) and shared their experiences with it. Eight different 
agent design patterns are implemented in [1] in JADE: 
Itinerary, Star-Shaped, Branching, Master-Slave, MoProxy, 
Meeting, Facilitator, and Mutual Itinerary Recording. The 
itinerary, branching and star-shaped patterns were proposed 
in [11]. 

Kendall et al. [17] present several patterns of intelligent 
and mobile agents based on a layered architecture 
considering mobility and intelligence separately. A set of 
seven patterns related to agent communication mechanisms 
are discussed in [18], but they do not take into account the 
intelligence and mobility together.  

Eshtay [7] proposed the Hierarchal Traveling design 
pattern, which is a combination of the itinerary pattern and 
the depth first algorithm. This pattern was implemented in 
JADE, too. Wang et al. [9] uses the branching pattern to 
develop in JADE an agile supply chain management model. 

 Ojha et al. [12] propose a design pattern for intelligent 
mobile agents. It helps in efficient mobility of these agents, 
which are more often fatty. It enables dynamic on-demand 
behaviour specific to a network host environment. It 
describes the pattern using a suitable pattern template and 
reported the results of its implementation (using JADE) in a 
prototype multi-agent system for e-commerce domain.  

Maamar and Labbe [10] described two strategies (servlet 
and applet) that could enhance the operations of software 
agents and showed that both strategies could suit them. 

Agents should be embedded with mechanisms that allow 
them to make the correct decision: either move or invite. 

There are also a lot of design patterns proposed in the 
past, that they do not consider mobility of agents, but they 
are based on social and intentional characteristics of an agent 
(e.g., [19],[20], [21]). 

III. OUR APPLICATION: A WEB AGENT EXPLORER 

We developed a web application that informs the client 
about the latest registrations that are added to various e-news 
sites that interests him. Several mobile agents (each one 
representing a user) are migrating to various servers to 
retrieve information that the user is interested in. 

The application developed with the use of the JADE 
platform. It was developed to help us compare the itinerary, 
star-shaped and branching design patterns under various 
circumstances and extract useful conclusions. We chose to 
compare only these three patterns because, one the one hand, 
they are of the most famous patterns in the research 
community. On the other hand, our application is too simple 
and does not involve collaboration or interactions between 
agents and does not check permissions. So, patterns like the 
Meeting, or MoProxy, etc, are not suitable for it. The 
application obeys the master – slave model containing two 
static agents (masters) representing a web client and a web 
server. Both client and server exchange mobile agents 
(slaves) obeying the three above mentioned design patterns, 
alternatively and we execute them in many nodes.  We 
mention here, that our system is still in prototype level. 

IV. The JADE Platform/Framework 

JADE (Java Agent Development Framework) is a 
platform supporting agent processes and also offers libraries 
(framework) for multi agent application development written 
in JAVA. It is ideal for distributed application development 
based on multi agent systems. For application development, 
JADE has an IDE with useful tools and a GUI for platform 
administration. The platform offers all the necessary services 
to the agents that they are installed on it. With some of those 
services, agents can identify and communicate each other, 
and they can search each other after they have registered on 
specific platform catalogues [3].  

Each platform constitutes a MAS with at least one 
container. Each container is installed to a computer and it 
can support agents and offer them all the necessary services. 
Consequently, a platform can constitute a network of 
containers (e.g., a LAN) (Figure 6). Two basic services are 
the AMS (Agent Management System) and DF (Directory 
Facilitator) directories that are local agents [3], [4].  

Agents are java classes inheriting the Agent class of 
JADE libraries. The actual job, or jobs, an agent has to do is 
carried out within ‘behaviours’. A behaviour represents a 
task that an agent can carry out. An agent can execute several 
behaviours concurrently. The scheduling of behaviours in an 
agent is not pre-emptive (as for Java threads), but 
cooperative. This means that when a behaviour is scheduled 
for execution its method is called and runs until it returns.  
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Figure 6. JADE architecture overview. 

Therefore, it is the programmer who defines when an 
agent switches from the execution of a behaviour to the 
execution of another [3].  Here, we use three different 
behaviour types: 

 OneShotBehaviour: executes once and dies. 

 CyclicBehaviour: stays active as long as its agent is 
alive and is called repeatedly after every event.  

 TickerBehaviour: periodically executes some user-
defined piece of code. 

V. Functional Description 

Each user interacts with a local agent via a GUI. User 
enters to GUI the web domains he is interested in. 
Consequently, the local agent sends mobile agent(s) 
according to the mobility pattern that has been set. When the 
above mobile agent(s) returns having the available pages of 
each domain, the user is able to select the pages he wants to 
retrieve the latest updates of them. Next, the user declares the 
frequency for a mobile agent(s) to visit the selected domains 
in order to check if the selected pages have been updated. 
For instance, a user may want the mobile agent(s) to migrate 
to check those pages every 5 minutes. For the first time, a 
mobile agent returns the latest registrations from those pages, 
and only when there have been updates since his latest visit 
for all the other times. When a mobile agent arrives at a 
server, it is served by a local agent that “lives” there. 

VI. Architecture 

Client and Server processes are hosted in different JADE 
platforms and each one constitutes a different MAS (JADE 
platforms). Until now, JADE does not support agent mobility 
between containers that belong to different platforms (inter 
platform mobility). We used the IPMS addon that provides 
this feature [23]. The client corresponds to one container 
(computer) and the server may be distributed to many 
containers, but in our approach it is constituted by one 
container. 

1)  Client Components Description: The client side 
container hosts a local agent except the basic JADE agents 
(like AMS) (Figure 7). When the application starts, AMS 
creates an object of this agent. This local agent is static and 
provides the user a GUI to enter his preferences and receive 
the results. It also checks and manages the information that 
mobile agents return. So, according to the Master-Slave 
pattern, the local agent forwards tasks to a mobile agent(s). 
It is able to save data to disk, while a mobile agent is not. 
The mobile agent sends data to a local agent. We created 
those mechanisms for system security reasons. The static 
agent has to be capable to authenticate the returned mobile 
agent preventing from malware attacks.  The local agent 
creates different types of mobile agents classes for each 
migration pattern. When a mobile agent returns back to the 
client host, it sends the data collected during migration to 
the local agent and then destroys itself. 

2) Server components description (Figure 8): The 
server side container hosts a local agent too, except the basic 
JADE agents (like AMS and DF). When the application 
starts, AMS creates an object of this agent. The local agent 
publishes in DF the services provided. Those services 
correspond to the pages that mobile agents can retrieve 
updates. The local agent is static and serves the incoming 
mobile agents. The arrived agents send requests to the local 
server about the info a user is interested. So, the role of this 
agent is to provide an interface between the arriving agents 
and the database and to protect the system from malware 
attacks.  

VII. EXPERIMENTAL RESULTS 

We compared the three travelling patterns which were 
mentioned before using our application. We set up one client 
and three servers into a LAN network. The client was set up 
on a four core 64bit CPU at 3.3 GHZ with 8GB RAM. 
Servers were created as 4 virtual machines. One of the 
servers was set up in a virtual machine of the client’s 
machine having 512 MB RAM, while the others were set up 
on another machine containing a CPU at 2 GHZ with 
512MB RAM.  

Throughout the paper we use the term task to refer to the 
trip of a mobile agent to the 4 servers mentioned above in 
order to collect data. Specifically, the client agent keeps a 
hash table, where each key corresponds to the name of a site 
the user is interested (e.g., e-news.com, games.com, e-
shop.gr). Each key indexes a data structure containing the 
specific pages inside a site, as well as the date and time of 
the last visit. All data exchanged between a server and a 
client, are encrypted with SSL. An instance of a mobile agent 
is created in the client side for each task, containing the 
appropriate records from this table. The server receives those 
records and registers the data collected into a message, along 
with other information like the structure of the page, 
formatting of the page, etc. Since the information exchanged 
is in text format, there is no significant overhead for the 
server to serve a mobile agent. 
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Figure 7. Client MAS Architecture. 

 

Figure 8. Server MAS Architecture. 

Using itinerary and star-shaped patterns we have one 
mobile agent for each task. Each task starts when a mobile 
agent is created and ends after having visited all the nodes 
and returning to client sending the results to the Master 
Agent. The turnaround time of an agent depends on the 
workload of the server and the number of the exchanged 
messages. In the branching pattern case, a mobile agent is 
sent in parallel for each task. The turnaround time of the task 
ends when the last mobile agent returns back. The size of the 
answer to a query imposed by a Server Agent, corresponding 
to a mobile agent request, is small because their content is in 
text format. We consider constant and variable size of an 
answer to measure the turnaround time (in seconds) for each 
task for the three travelling patterns (itinerary, branching and 
star-shaped).    

A. Constant Size of Answers 

We consider 20 tasks arriving sequentially. Upon the 
arrival of a task, a mobile agent(s) migrates automatically, 
from the client to the above servers and retrieves 28 database 
records of the same size from each server. We run the 
application for each pattern separately.  

 

 

Figure 9. Comparing the three design patterns with constant size of 

answers. 

 
Figure 10. Comparing the three design patterns with variable size of 

answers. 

Figure 9 presents the derived results of turnaround times 
per task for constant size of answers. Results show that the 
branching pattern achieves the best turnaround times for all 
tasks. The itinerary pattern performs a bit better than star-
shaped on the average, but results are comparable. This is 
due to that some servers are hosted on the same machine as 
different virtual machines, although the star-shaped pattern 
sends more messages (48 messages vs 42, respectively). This 
performance difference would be greater if servers could be 
hosted in different machines.  

B. Variable Size of Answers 

We consider again 20 tasks arriving sequentially. But in 
this case we have different sizes of answers in each task. We 
developed a simple application (News Generator) in JAVA 
that runs in each server and adds some fake news updates 
(text format) to the database for various categories (like 
sports, weather news, politics, etc). The database update 
frequency varies, but it is less or equal to the task arrival 
time frequency in any case. We run again the application for 
each migration pattern separately and Figure 10 illustrates 
the derived results. Results show that the branching pattern 
achieves the best turnaround times for all tasks. The itinerary 
pattern performs better than star-shaped on the average.  
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VIII. CONCLUSIONS AND FUTURE WORK 

A lot of design patterns for mobile agents have been 
proposed in the past. In this paper, we focus only on 
travelling design patterns and we try to compare three of the 
most commonly used of them: itinerary, branching and star-
shaped, with the use of a mobile MAS application that we 
have implemented. The application contains two static 
agents representing a web client and a web server (hosted on 
different platforms). Both client and server exchange mobile 
agents. We developed all those agents using the JADE 
platform and we execute them in many nodes. The above 
mentioned design patterns are compared in terms of 
turnaround times, for constant and variable sizes of answers 
to mobile agent requests from the implemented servers. The 
derived results show very clearly that the branching pattern 
performs better under both circumstances. 

In our future work, we intend to investigate hybrid 
implementations of design patterns and evaluate them on our 
platform. Derived results will be compared with the 
evaluation results of the current work and with other results 
assuming hybrid implementations. 
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