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Abstract — Microservices have been adopted as a natural 

solution for the replacement of monolithic systems. Some 

technologies and standards have been adopted for the 

development of microservices in the cloud environment. 

Application Programming Interface and Representational State 

Transfer were used on a large scale for the implementation. The 

purpose of the present work is to carry out a bibliographic 

survey on the microservice security trends focusing mainly on 

architecture, privacy and standardization aspects in Cloud 

Computing environments. This paper presents a bundle of 

elements that must be considered for the construction of 

solutions based on microservices. 
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I. INTRODUCTION 

Migration of the monolithic architecture to the cloud has 

been a major problem. In this paper a research was carried 

out on the topic of microservices that have been adopted as a 

natural solution in the replacement of monolithic systems. 

The main question lies in how its architecture has been used 

and issues of security and privacy keys on a Cloud 

Computing environment. Cloud Computing provides a 

centralized pool of configurable computing resources and 

computing outsourcing mechanisms that enable different 

computing services to different people in a way similar to 

utility-based systems such as electricity, water, and sewage. 

The motivation for this collection was the fact that more 

and more microservices have been found as a solution for 

cloud applications. This paper analysis in further details 

aspects related to Survey on Microservice Architecture [1]. 

Due to its architecture, a concern about security issues is 

fundamental, unlike a monolithic architecture where security 

is implemented in physical barriers and limiting access to 

resources, the microservice architecture has its main 

characteristic in interoperability, reuse and scalability. The 

purpose of this paper is to compile security issues in 

microservices, as shown in the following sections. 

For the recent advances of Cloud Computing 

technologies, the use of microservices on applications has 

been more widely addressed due to the rich set of features in 

such architecture. These are cloud-based applications that 

make users use it at low cost, threshold, and risk. Therefore, 

their practical use in business can be expected as a trend for 

the next generation of business applications [2].  

Scaling monolithic applications is a challenge because 

they commonly offer a lot of services. Some of them are more 

popular than others. If popular services need to be scaled 

because they are highly demanded, the whole set of services 

will also be scaled at the same time, which implies that 

unpopular services will consume a large amount of server 

resources even when they are not going to be used [3]. 

The microservice-based architecture has emerged to 

simplify this reality and is a natural evolution to application 

models. 

Microservices are a software oriented entity, which have 

the following features [4]: 
Isolation from other microservices, as well as from the 

execution environment based on a virtualized container; 
Autonomy – microservices can be deployed, destroyed, 

moved or duplicated independently. Thus, microservices 
cannot be bound to any local resource because microservice 
environment can create more than one instance of the same 
microservice; 

Open and standardized interface that describes all 
specific goals with effectiveness, efficiency and available 
communication methods (either Application Programming 
Interface (API) or Graphical User Interface (GUI)); 

Microservice is fine-grained – each microservice should 
handle its own task. 

Microservice architecture does not make an application 
any simpler, it only distributes the application logic into 
multiple smaller components, resulting in a much more 
complex network interaction model between components. 
When a real-world application is decomposed, it can easily 
create hundreds of microservices [5]. For this reason, this 
paper presents basic principles for the implementation of 
microservices aimed at classic security aspects for 
commercial applications. Organization of applications based 
on these standards mitigates common security issues. 

The microservice architecture is a cloud application design 
pattern that implies that the application be divided into a 
number of small independent services, each of which is 
responsible for implementing a certain feature, as noted in 
Figure 1. 
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Figure 1. Microservice system architecture [4]. 

 

Microservices can be considered meta-processes in a Meta 
Operating System; they are independent, they can 
communicate with each other using messages and they can be 
duplicated, suspended or moved to any computational 
resource and so on [4]. Meta-modeling process is a type of 
modeling for analysis and modeling applicable to some 
known problems. Meta process modeling supports the effort 
of creating flexible process models. 

The adopted methodology for this paper included a 
research in IEEE Xplore Digital Library, ACM Digital 

Library and Web of Science sources to provide all necessary 
information through published works. The strings 
Microservice AND security; Microservice AND Privacy; 
Microservice AND Cloud Computing was used to identify 
these works. 

The remainder of this article is structured as follows: 
Section II is an overview of microservice in research topics; 
Section III presents security in Cloud Computing environment 
and Section IV shows the privacy model adopted in cloud 
applications for microservices and we present the standards of 
cloud environment and then conclude and summarize all  
results of that exercise in Section V.  

II. MICROSERVICE  

A. State of the Art 

The microservice architecture was first approached in 

May 2011 at the workshop of software architecture [6], and 

since then it has been evolving and being adopted and 

implemented in Cloud Computing servers like Amazon 

AWS, Google Cloud and Azure. 

From the technological perspective, early microservice 

applications were strongly influenced by a new generation of 

software development, deployment, and management tools 

[6]. Figure 2 show timeline with the technologies that drove 

the microservice architecture. The use of Linux Containers 

(LXC) was the first widely used container technique. It uses 

kernel namespaces to provide resource isolation [7], until the 

service mesh which build on sidecar technologies to provide 

a fully integrated service-to-service communication 

monitoring [6]. 

 
Figure 2. A microservice technologies timeline [6]. 
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State of the art in microservices focuses its searches on 

the question of architecture analysis, performance, 

maintenance and security [5]. With the migration to 

continuous delivery culture, the organization of companies 

has changed from long processes which sometimes went 

through different areas to smaller teams, where each is 

responsible for developing their own microservice and for 

providing an API that will be used by other teams. On this 

point, the DevOps culture ends up being the most commonly 

used. 

Information security according to ISO/IEC 27001 

standards is based on three principles of confidentiality, 

integrity and availability. The microservices implementation 

is heavily bogged down in the irrevocability guarantee of 

these principles, for that reason some measures must be taken 

due to its complexity, the architecture proposed in this work 

treats numerous benefits for the guarantee of information 

security. 
The development of solutions based on microservices has 

naturally used Cloud Computing environments so as to make 
the most of the best characteristics and functionalities 
provided by various solutions in the market. In this study we 
identified 3 relevant topics: the question of granularity, the 
deployment process and the resulting patterns. 

A Microservice Architecture is a way of architecting 
software applications as independently deployable services. 
Based on Fowler, microservices can be characterized by a 
number of principles [8]: 

• organization around business capability 

• evolutionary design 

• deployment / infrastructure automation 

• intelligence in the endpoints 

• heterogeneity and decentralized control 

• decentralized control of data 

• design for failure 

The aforementioned principles are fundamental in the 

architecture that will be better described in the next section. 

The implementation of microservices is based on trade-offs 

between security and performance. This research found that 

the implementation of microservices uses the most advanced 

resources from Cloud Computing. The main characteristics 

of Cloud Computing can be summarized in the following 

points [9]:  

• Multi-Tenancy 

Refers to having more than one occupant of the cloud 

living and sharing with other occupants of the provider’s 

infrastructures, including computational resources, storage, 

services, and applications. Through multi-tenancy, clouds 

provide simultaneous, secure hosting of services for various 

customers using the same cloud infrastructure resources. It is 

an exclusive characteristic to resource sharing on clouds. 

• Elasticity 

Another important aspect of Cloud Computing implies 

that the user is able to scale up or down resources assigned to 

services or resources based on the current demand. For 

providers, scaling up and down of a tenant’s resources gives 

a prospect to other tenants to use the tenant’s previously 

assigned resources.  

• Availability of Information 

Service Level Agreement (SLA) is a trust bond between 

cloud provider and customer. It defines a maximum time for 

which the network resources or applications may not be 

available for use by the customer. Due to the complex nature 

of customer demands, a simple measure and trigger process 

may not work for SLA enforcement.  

• Multiple Stakeholders 

In a Cloud Computing model, there are different 

stakeholders involved: cloud provider (an entity that delivers 

infrastructures to the cloud’s customers), service provider (an 

entity that uses the cloud infrastructure to deliver 

applications/services to end users), and customer (an entity 

that uses services hosted on the cloud infrastructure). 

Another important characteristic is the deployment of 

microservices. A cloud deployment model signifies a specific 

type of Cloud Computing environment, renowned by 

ownership, size, and access. There are three common cloud 

deployment models, namely private cloud, public cloud, and 

hybrid cloud [9]. 

Figure 3 shows differences between two architectures and 

demonstrates the microservices implantation. Their 

independence and granularity can be provided in several 

infrastructures. 

 
Figure 3. Software deployment in a cloud platform using (a) conventional 

and (b) microservice-based software [10]. 

Microservices are relatively small and autonomous 
services deployed independently, with a single and clearly-
defined purpose. Because of their independent deployment, 
they have a lot of advantages. They can be developed in 
different programming languages, they can scale 
independently from other services and they can be deployed 
in the hardware that best suits their needs [10].  
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Moreover, because of their size, they are easier to 

maintain and more fault tolerant since the failure of one 

service will not break the whole system the way it could 

happen in a monolithic system [10].  

Another characteristic of microservices is cloud native 

applications, the support of the IDEAL properties: Isolation 

of state, Distribution, Elasticity, Automated management and 

Loose Coupling. Microservices propose to vertically 

decompose the applications into a subset of business-driven 

services. Every service can be developed, deployed and 

tested independently by different development teams, and by 

means of different technology stacks. The responsibility of 

the development of a microservice belongs only to one team, 

who is in charge of the whole development process, including 

deploying, operating and upgrading the service when needed 

[10]. Figure 4 shows the complexity related. 

 
Figure 4. Architectural complexity of (a) monolithic and (b) microservice- 

based software [10]. 

Decoupling applications in this manner yields several 

benefits: it simplifies scaling (each service can be scaled 

independently), provides greater flexibility in resource 

allocation and scheduling, allows greater code reuse, enables 

new fault tolerant mechanisms, provides better modularity, 

and allows application developers to take advantage of 

services from other provides e.g., Amazon S3. As a result, 

this architecture has been widely adopted by both startups and 

large established companies (e.g., Uber and Netflix), and is 

being deployed at significant scale (e.g., Uber’s application 

is composed of over 1000 microservices) [12]. 
The use of microservices can reduce the operational costs, 

as shown in the study [10]. The comparison was made in a 
cloud and monolithic solutions environment. 

1) Cost comparison 
In the study carried out in paper [13], it is shown a cost 

comparison in the various commercially used architectures of 
software development. In summary, use of microservices 
brings lower infrastructure spending by allowing scalability as 
well as scalability since the measurement of operating cost is 
done by use. In the old monolithic architecture many resources 
end up being loaded to memory even without being used, this 
is one of the great differences for the strong diffusion of this 
new architecture in software industry. 

Given that each architecture was deployed in different 
infrastructures, we defined and calculated the metric Cost per 
Million of Requests (CMR) for each architecture in the three 
scenarios, in order to easily compare their execution costs. For 
each scenario and architecture, this metric was calculated by 
dividing the monthly infrastructure costs by the number of 
requests supported per month, which is calculated by 
multiplying the number of requests supported per minute by 
43,200 —the number of minutes per month (60*24*30)—. 
We assumed a constant throughput per minute during a month 
[13]. The CMR metric for each architecture is shown in Figure 
5. 

 
Figure 5. Cost Comparison of The Three Architectures per Million of 

Requests [13]. 

2) Granularity 
Microservices can be declared with varying levels of 

capability, and the size of this functionality is typically 
referred to as its granularity, that is, the functional complexity 
coded in a service or number of use cases implemented by a 
microservice. Since microservices are discrete and must be 
composed into greater functional entities to support business 
workflows, it follows that message passing between 
microservices (as a result of method invocation) increases as 
the microservices become finer-grained.  

The ‘building-block’ approach to service composition is 
attractive from an architectural perspective; arguments for 
service reuse can be made, and the gap between application 
design and the user requirements documentation can be 
reduced. However, the increase in communication between 
services (manifesting as out-of-process calls and the number 
of service calls made) also increases the response time of an 
application, particularly when many small increases in latency 
are compounded together [7]. 

Container-based technologies, and in particular its best 
known implementation Docker, made deployment of our new 
application possible through several characteristics [12]: 
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• A Docker image contains all of its dependencies, 

which means a given service can be treated as a 

black box, only exposing its API in exchange for 

resources. 

• The containers are by default sealed from one to 

another, which results in guaranteed low coupling, 

without the high cost associated with virtual 

machines. 

• Docker Compose made it possible to easily deploy 

any number of services, by composing in a text file 

an application made of several services. 

• Docker Swarm mode allows for complete 

decoupling of the containers and the machines 

supporting them. In its recent version 3, Docker 

Compose allows for Distributed Application 

Bundles, which define applications made of several 

services without any dependence other than the 

presence of a Docker host IP address and access 

credentials. 
Recommended patterns on how to compose microservices 

together [8]: 
1. Aggregator Microservice Design Pattern – e.g., a 

service invoking others to retrieve / process data. 

2. Proxy Microservice Design Pattern – a variation of 

the Aggregator with no aggregation. 

3. Chained Microservice Design Pattern – produces a 

single consolidated response to a request. 

4. Branch Microservice Design Pattern – extends the 

Aggregator and allows simultaneous response 

processing from possibly mutually exclusive chains 

of microservices. 

5. Shared Data Microservice Design Pattern – 

towards autonomy through full-stack services with 

control of all components. 

6. Asynchronous Messaging Microservice Design 

Pattern – use message queues instead of 

Representational State Transfer (REST) 

request/response pattern. 

Integration is another important feature. The architecture 

of microservices allows for better integration of corporations 

where there are areas that handle a number of business 

activities. As this pattern is based on the independence of 

technologies, the services made available can be developed 

without a change in technology, which is usually expensive. 

Throughout this study we present data that show how this 

pattern brought about significant improvements in the 

development of solutions for the software industry. 
B. Architecture 

Microservice architecture has become a dominant 
architectural style choice in the service-oriented software 
industry. Microservice is a style of architecture that puts the 
emphasis on dividing the system into small and lightweight 
services that are purposely built to perform a very cohesive 
business function, and is an evolution of the traditional 
service oriented architecture style [14], in which what is 
presents a scenario of microservice architecture (Figure 6) in 

which five services working independently provide requests 
of a mobile app through an API [15].  

 
Figure 6. Example scenario of a microservice system[15]. 

The idea of splitting an application into a set of smaller 
and interconnected services (microservice) is currently 
attracting the interest of many application developers and 
service providers (e.g., Amazon [16][17], Netflix 
[12][18][19] and eBay [20][5]).  

A Microservice based architecture has a pattern for 
development of distributed applications, where the 
application is composed of a number of smaller 
"independent" components; these components are small 
applications in themselves [21].  

A microservice normally comprises three layers as a 
typical 3-tiered application[22], consisting of an interface 
layer [23], a business logic layer [20] and a data persistence 
layer, but within a much smaller bounded context. This sets 
a broad scope of the technical capabilities that a microservice 
could possess. However, not every microservice provides all 
capabilities. This would vary depending on how the function 
provided is meant to be consumed. For example, a 
microservice used primarily by providers of APIs would have 
a communications interface layer, business logic and data 
persistence layers but not necessarily have user interfaces 
[21]. 

We are considering a reference architecture model of 
microservices, demonstrating the main components and 
elements of this standard [21]. Table I presents a comparison 
between monolithic architecture and microservice 
architecture. 

Table I. Comparing monolithic and microservice architecture [21]. 

Category 
Monolithic 

Architecture 

Microservice 

Architecture 

Code 

A single code 

base for the entire 

application. 

Multiple code bases. Each 

microservice has its own 

code base. 

Understandability 

Often confusing 

and hard to 

maintain. 

Much better readability 

and much easier to 

maintain. 

Deployment 

Complex 

deployments with 

maintenance 
windows and 

schedule 

downtimes.  

Simple deployment as each 

microservice can be 
deployed individually, with 

minimal or zero downtime. 
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Category 
Monolithic 

Architecture 

Microservice 

Architecture 

Language 

Typically, entirely 

developed in one 
programming 

language. 

Each microservice can be 

developed in a different 

programming language. 

Scaling 

Requires you to 

scale the entire 
application even 

though 

bottlenecks are 
localized. 

Enables you to scale bottle-
necked services without 

scaling the entire 

application. 

In this paper, we will cover the following main elements: 

1) API Proxy 
To "de-couple" the microservice from its consumers, this 

proxy pattern is applied at the microservice interface level, 
regardless of the "API proxy" component. Organizations will 
provide APIs to different consumers, some of whom are 
within and others outside of the enterprise. These 
microservices would differ in SLA, security requirements, 
access levels, etc. [21]. 

2) Enterprise API Registry  
The "discovery" requirements of the microservices are 

met through the use of the API registry service. Its purpose is 
to make the interfaces exposed by the microservice visible to 
consumers of the services both within and outside of the 
enterprise. An "Enterprise API registry" is a shared 
component across the enterprise, whose location must be well 
known and accessible. Its information content is published in 
a standard format, information should be in consistent and 
human readable format, and must have controlled access. It 
must have search and retrieval capabilities to allow users to 
look up details on available API specifications at design time 
[21]. 

3) Enterprise Microservice Repository 
The "enterprise microservice repository" would be a 

shared repository for storing information about 
microservices. It provides information such as microservice 
lifecycle status, versions, business and development 
ownership, detailed information like its purpose, how it 
achieves the purpose, tools, technologies, architecture, the 
service it provides, any APIs it consumes, data persisted and 
queried and any specific non-functional requirements. In the 
absence of well-defined repository standards, the enterprise 
must define its own standard specification artefacts for 
microservices [5]. 

These elements are fundamental to the organized 
implementation of microservices and have been considered 
in this survey. 
C. Microservice Standards and Solutions 

In the centralized structure, the standardization becomes 
almost a natural way, but in microservices implementation 
this philosophy changes. 

Traditional enterprise applications are divided into the 
front-end User Interface (UI), service-side logic components, 
and database. Front-end UI components run on user devices, 
such as web pages or mobile-side interfaces. Server-side 
logic components run on a server or in the cloud. The back-
end database hosts application data. Server-side components 

work in conjunction with the database to handle requests 
issued by users [24]. 

Teams building microservices prefer a different approach 
to standards too. Rather than using a set of defined standards, 
written down somewhere on paper, they prefer the idea of 
producing useful tools that other developers can use to solve 
problems similar to the ones they are facing. These tools are 
usually harvested from implementations and shared with a 
wider group, sometimes, but not exclusively. Using a git and 
github has become the de facto version control system of 
choice. Open source practices are becoming more and more 
common in-house [25]. 

A microservice is an application on its own to perform the 
functions required. It evolves independently and can choose 
its own architecture, technology, platform, and can be 
managed, deployed and scaled independently with its own 
release lifecycle and development methodology. This 
approach takes away the construct of the Service-Oriented 
Architecture (SOA) and Enterprise Service Bus (ESB)and the 
accompanying challenges by making "smart endpoints" and 
treating the intermediate layers as network resources whose 
function is that of data transfer [21]. 

Unlike SOA, microservices do not have integration 
components responsible for service orchestration and prefer 
choreography. Business processes are embedded in services 
and there is no logic in the integration. Thus, Microservices 
themselves are responsible for the interaction with others. 
This gives limited flexibility to design or adjust business 
processes over the company’s IT. It is a payoff for 
microservice independent service management. However, 
Netflix considers even the option to orchestrate 
microservices, which is not a mainstream path [26]. 

The applications that expose interfaces that can be used 
by other applications to interact with are defined as API [5]. 
Microservice APIs which are built using internet 
communication protocols like HTTP adhere to open 
standards like REST [27][28] and SOAP [3] and use data 
exchange technologies like XML [29] and JavaScript Object 
Notation (JSON) [5]. 

Applications developed in a monolithic architecture 
perform multiple functions such as providing address 
validation, product catalogue, customer credit check, etc. 
When using the microservice based architecture pattern, 
applications are created for specific functions, such as 
address validation, customer credit check and online 
ordering; these applications are cobbled together to provide 
the entire capability for the proposed service. The approach 
to application development based on microservice 
architecture addresses the challenges of "monolithic" 
application and services [21]. 

In the research undertaken in this paper, the microservices 

are implemented and documented as follows [14]: 

1) Architectural views/diagrams 

• UML 

• Standard modeling languages, e.g., RAML and 
YAML.  

• Specifically designed modeling languages, e.g., 
CAMLE. 
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• Standard specification languages, e.g., Javascript 
(Node.js), JSON and Ruby. 

• Specifically designed specification languages, e.g., 
Jolie.  

• Pseudocode for algorithms. 

2) REST 

Representational State Transfer (REST) consisting of a 

set of architectural principles that, when followed, allows a 

well-defined interface design to be created. Applications that 

use REST principles are called RESTFul. REST 

[5][29][28][30] is often applied to provide services to other 

services (web services) and to the same full use of messages. 

To better understand the architectural style, it is important to 

highlight three important concepts: (i) feature; (ii) operations 

and (iii) representations. Resource is any information that is 

made available to customers through a Unique Identifier 

(URI). We can also define resource as being the source of 

representations. The representations are a set of data that 

explains the state of the requested resource. URIs must have 

a notation pattern, be descriptive, and have a previously 

defined hierarchy. The same resource can be identified by 

one or more URIs, but a URI [31], [32] identifies only one 

resource. 

3) API 

API is a basic authentication, including API user 

registration with strong password protection, (b) modern 

security mechanisms such as message level security, web 

signature and web encryption, and (c) security mechanisms 

within API and its backend services as a third security factor 

such as token based API for backend authentication, public 

key infrastructure and transport layer handshake protocol 

[23]. 

REST APIs [18] are developed in many technologies and 

microservices developed using different types of 

programming languages (Java, .NET, PHP, Ruby, Phyton, 

Scala, NodeJs etc.) and persistent technologies (SQL, No-

SQL, etc.) [3][8][33]. They can be managed and exposed to 

web clients, who can then access the microservices and 

receive their responses through a “livequery” mechanism 

whereby updates to database data are instantly communicated 

to subscribing clients [29]. Figure 7 best presents categories 

of practices for designing REST-based web services. 

 
Figure 7. Categories of best practices for designing REST [34]. 

NoSQL databases are used in these implementations 
[29][35][36][37]. The NoSQL nature of the database is 
essential for providing the scaling, sharing and replication 
functionality expected from modern architectures, as well as 
to better support hierarchical data required for collaborative 
document editing [29]. 

The popularity of microservice-based architecture is 
evident from the report by the popular jobs portal indeed.com, 
in which the number of job openings on microservices-
related technologies such as JSON [5][38][32] and REST 
[3][29][28] has grown more than 100 times in the last six 
years, whereas jobs in similar technology areas like SOAP 
and XML have remained nearly identical [5]. 

Solutions for microservices seek to implement simple 
algorithms that meet specific needs with the elements 
presented in this section. security on Cloud Computing  

III. SECURITY ON CLOUD COMPUTING MICROSERVICES 

Switching from a monolithic or centralized architecture to 
a decentralized architecture requires some care. In the past, 
security was focused on a single point [15], responsible for 
receiving all service requests. In the microservice-based 
architecture, the resources are offered through several points 
of access that interconnect each other, forming a unique 
solution. 

Microservices combined with secure containers can 

facilitate new ways of building critical applications. These 

applications will benefit from tools and services built for less 

critical software. Secure containers and compiler extensions 

can help address more stringent requirements of critical 

applications. Although this approach is sufficient for 

implementing fail-stop applications, there are still several 

open research questions regarding whether and how it might 

support fail-operational applications [40]. 

Monolithic security services are relatively easier to 

implement than microservices. Monolithic services have a 

clear boundary and encapsulate their intercommunications. 

This will obscure security vulnerabilities [41][42] within the 

inner layers of the system. A microservice also encapsulates 

its communications. Both microservices and services are 

based upon clear requirements. 

In a microservice-based system a simple routine 

completion requires the microservices to communicate with 

each other over network, for example. This will expose more 

data and information (endpoints) about the system and thus it 

expands the attack surface [19]. Some care must be taken in 

the communication between other services in the same 

network, and this is one of the major challenges [23][43][29] 

in this approach. 

Monolithic applications, as previously explained, have a 

single and shared code base where all the developers work 

together. This development methodology has a few 

downsides, as it needs to struggle with handling cases in 

which the number of users exceeds the capacity of the server 

and it is hard to manage and maintain due to the lack of 

mechanisms aimed at modularization [26]. The evolution of 

the development of an application in monolithic architecture 
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becomes quite complex, considering that in order to add new 

functionalities, one must change the source code, and still 

considering the same reasons, making the software hard to 

maintain. Monolithic architectures are typically difficult to 

deploy, difficult to upgrade and maintain and difficult to 

understand [27]. 

The deployment of monolithic architecture applications 

in Cloud Computing environments causes a very negative 

impact: services need to be scaled because they are highly 

demanding. The whole set of services will also be scale at the 

same time, which generates unpopular services that consume 

a large amount of server resources even when they are not 

going to be used [3]. 

The organization of teams for the development of a 

system based on microservices is generally subdivided into 

teams and services, and these teams are generally responsible 

for the implementation and delivery of services. For this type 

of implementation, the teams have to be aligned in the 

purposes of the microservices and the interconnection 

between them, thus also synchronizing the protocol [44] used 

to carry out the communication, thus respecting a standard 

for access protection or improper interception. Defining the 

way services are interconnected and interacting is the key 

point of security [38]. 

The security challenge brought by such network 

complexity is the ever-increasing difficulty in debugging, 

monitoring, auditing and forensic analysis of the entire 

application [45]. Since microservices are often deployed in a 

cloud that the application owners do not control, it is difficult 

for them to construct a global view of the entire application 

[5]. 

In microservice architecture, an application is essentially 

a collection of workflows. These workflows can compose 

many levels of services, each processing and modifying the 

data before its final destination. What we need is a way to 

certify the metadata related to a data stream and manage its 

validity during time and re-elaboration [46]. 

Security is a major challenge that must be carefully 

thought of in microservices architecture. Services 

communicate with each other in various ways creating a trust 

relationship. For some systems, it is vital that a user is 

identified in all the chains of a service communication 

happening between microservices.  

Microservices predominant execution environments are 

containers, that remove dependencies on the underlying 

infrastructure services, which reduces the complexity of 

dealing with those platforms [47], microservices need high 

availability and scalability characteristics provided by 

providers of Cloud Computing, environment preferably used 

by the developers. In this architecture the four security 

aspects that should be considered are: containers, data, 

permission, and network [48], as noted in Figure 8. 

 

 
Figure 8. A taxonomy of security issues of Microservices [48] 
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Based on main security aspects of microservices 

discussed in Figure 6, the following main safety mechanisms 

will be presented to prevent safety deficiencies in 

microservices: 

• mutual authentication of Services Using Mutual 

Transport Layer Security - with a self-hosted Public 

Key Infrastructure as a method to protect all internal 

service-to-service communication [49];  

• host-authenticated TLS with in-band authentication 

are well-known solutions that are employed by 

designers to handle security challenges [14][15]; 

• principal propagation via Security Tokens: after a 

user has been authenticated by the gateway, the 

microservices behind it will be processing user’s 

requests, a security token is created on the server 

side upon the successful validation of the clients 

credentials and given to the client for subsequent use 

[49]. 

Although the microservices are independent and do not 

cause dependencies among the modules, the biggest 

challenge nowadays is to guarantee availability [50]. The 

DevOps movement (set of practices to integrate the software 

development to IT operations) is currently collaborating with 

cloud environments and microservice architecture, providing 

continuous integration from the code compilation to the 

availability of the test and production environment, making it 

a facilitator for systems implementation utilizing 

microservices. 

Ensuring the availability of services is presented as a 

security requirement facilitated by the use of the microservice 

architecture. This approach usually works by fragmenting the 

entire solution in smaller pieces [51].  Considering that these 

fragments are parts of the code with specific functions 

(microservices), in the event of a fragment failure, it would 

not result in the unavailability of all system resources. 

Availability has some critical points as they are bound to be 

observed, such as: implementing software versions, software 

crash recovery, invasions, unavailability of infra features 

beyond points. 

In a microservice architecture, it is typical for many 

instances of a particular service to be running at any one time 

and for these instances to stop and start over time [52]. The 

problem of service discovery is to enable service consumers 

to locate service providers in real time to facilitate 

communication [53]. Docker Containers have been gaining a 

lot of hard work because of their agility and ease of making 

new services available [50]. The containers allow the 

microservices to be packaged [54] and available next to their 

dependencies in a single image, thus facilitating the 

availability of the service in a timely manner, minimizing 

downtime. This mode is called code portability [33]. In the 

context of microservices, the use of Docker containers for 

service delivery has resulted in benefits under various aspects 

such as automation, independence, portability and security, 

especially when considering ease of management, creation 

and continuous integration of environments systems offered 

by the Docker platform. In Docker, each container consists of 

only the application and the dependencies that the application 

needs to run, ideally no more and no less [33]. 

Another security concern involves the trust among the 

distributed microservices. An individual microservice may 

be compromised and controlled by an adversary. For 

example, the adversary may exploit vulnerability in a public 

facing microservice and escalate privilege on the virtual 

machine that the microservice runs in. As another example, 

insiders may abuse their privileges to control some 

microservices. As a result, individual microservices may not 

be trustworthy  [5]. 

IV. PRIVACY ISSUES 

Privacy has been a barrier for the adoption of Cloud 
Computing [51][55]. The migration to microservices has 
helped overcome this obstacle due to the scale gains proposed 
in this architecture. 

In general, privacy refers to the condition or state of 
hiding the presence or view [56]. There is a need to attain this 
state in the places where confidential things are used such as 
data and files. In cloud data storage privacy is needed to attain 
the data, user identity and controls [57]. 

Trust is a crucial factor in Cloud Computing 
environments in current practice. It depends mostly on 
observation of characteristics, and self-evaluation of cloud 
service vendors. Existing trust mechanisms in the cloud are 
characteristics-based trust, SLA confirmation-based trust, 
Cloud transparency techniques, Trust as a service, Formal 
endorsement, audit and standards. In order to attain the 
service, it requires to be used in blend with social and 
technological mechanisms for providing persistent trust [58]. 

The exchange of sensitive data is intense in large-scale 
scenarios of Cloud Computing, with several federations, 
where multiple Identity Providers and Service Providers 
work together to provide services. Therefore, identity 
management should provide models and privacy mechanisms 
in order to manage the sensitive data of its users  [43]. 

For service provider’s standards in Cloud Computing 
environment, the contract is usually based on good deeds of 
that company, and hence the users need to pay attention to 
the security requirements, contract terms and other 
credentials. The users must have clear understanding in 
detailed terms and conditions of service providers and also 
the risk involved in signing the service provider’s contract 
before moving to cloud [58]. 

Cloud service provides various options to the business 
customers to choose the level of protection needed for their 
data. The most common of these approaches is encryption. 
The customer chooses the type of encryption that they prefer 
and store the encryption key in a safe place under their control 
[44]. 

To ensure privacy, a well referenced model is used. This 
model is presented in Figure 9. 
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Figure 9. Cloud security and privacy model [55]. 

According to the proposed model in [55], a secure and 

private cloud model is divided into five layers: Physical and 

Environmental Security, Cloud Infrastructure Security, 

Network Security, Data and Access Control and Privilege 

Management: 

A. Physical and Environmental Security 

Layer of policies adopted with the objective of protecting 

physical access to the cloud provider [16]. Another benefit of 

cloud service is the ability to meet the elasticity of demand. 

Business processes should consider the availability of open-

ended resources at an affordable cost. Use of services such as 

Software as Service (SaaS) enables the business to focus 

more on their core strengths. Since availability of computing 

resource is no longer a constraint, the business should take 

advantage of computing power to experiment with new ideas 

to serve the customers better. Since the cost is usage based, 

changing business processes to take advantage of newer 

technologies is advantageous to a business. Cloud service 

addresses an important business process for every business, 

namely backup and recovery. Many businesses do not pay 

enough attention to data backup and recovery because it is 

time consuming and does not provide immediate benefit until 

some disaster strikes, which is rare. With the cloud taking 

care of all the management aspects of data backup and 

recovery, businesses tend to focus on their strengths and a 

cloud provides the essential service of backup and recovery 

when needed. A common perception is that in order to 

provide security the user must have control over the devices. 

This usually applies to physical security. Given the elastic 

nature of demand for service and the centralization of service, 

the cloud environment is in a better position to provide 

greater physical security to the hardware [44]. 

B. Cloud Infrastructure Security 

Addresses issues with cloud infrastructure security, but 

specifically with the virtualization environment [59]. Above 

this, the combination of software layers, the virtualization 

layer and the management layer allow for the effective 

management of servers. Virtualization is a critical element of 

cloud implementations and is used to provide the essential 

cloud characteristics of location independence, resource 

pooling and rapid elasticity. Differing from traditional 

network topologies such as client–server, Cloud Computing 

is able to offer robustness and alleviate traffic congestion 

issues. The management layer is able to monitor traffic and 

respond to peaks or drops with the creation of new servers or 

the destruction of unnecessary ones. The management layer 

has the additional ability of being able to implement security 

monitoring and rules throughout the cloud [60]. 

C. Network Security 

Specifies the medium to which the end user connects to 

the cloud, comprising browsers and their connection [20]. 

The client-server in the cloud is accomplished by a client 

sending a request to the server and waiting for the result, 

where the server performs the computational process. A 

connection medium between a client and cloud service 

provider is the Web browser which relates to the cloud 

system. As discussed before, a client sends a request and 

needs to validate it on its own to check the authority of the 

user on the cloud system. Client credentials are signed by 

using Extensible Markup Language signature to authenticate 

and Extensible Markup Language (XML) encryption to 

encrypt the Simple Object Access Protocol (SOAP) messages 

[58]. 

D. Data 

Layers cover data privacy, integrity, confidentiality, and 

geographic location [46]. To prevent data loss in cloud 

different security measures can be adopted. One of the most 

important measures is to maintain backup of all data in cloud 

which can be accessed in case of data loss. However, data 

backup must also be protected to maintain the security 

properties of data such as integrity and confidentiality. 

Different data loss prevention mechanisms have been 

proposed in research and academics for the prevention of data 

loss in network, processing, and storage. Many companies, 

including Symantec, McAfee, and Cisco, have also 

developed solutions to implement data loss prevention across 

storage systems, networks and end points [61]. 

E. Access Control and Privilege Management 

Policies and processes used by cloud services provider to 

ensure that only the users granted appropriate privileges can 

use or modify data. It includes identification, authentication 

[62] and authorization issues [55]. The access control and 

privilege management are policies and processes used by 

cloud providers to ensure that only the consumers granted 

appropriate privileges can accede, use or modify data. Lately, 

researchers have proposed many models (such as Attribute 

Based Encryption (ABE), Key Policy Attribute Based 

Encryption, Cipher Text Policy Attribute Based Encryption, 

etc.) that are useful to provider security and access control. 

The majority of these proposed models are the modified form 

of the classical ABE model [63]. 
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The implementation of the architecture proposed in this 

paper and the use of API brings some issues that must be 

identified to avoid problems. 
API is used by the developers which act as an interface 

between the cloud service providers and the client. It allows 
users to manage and get the information from service 
providers. API and the related software need to be highly 
secured as it is used by the cloud users to access their data. 
API is the public front door entry to the data and accessible 
externally, thus it incorporates many threats in it [61]. 

V. CONCLUSIONS AND FUTURE WORK 

Microservice-based architectures have become 
increasingly popular as an architectural style for software 
development. In this architectural style, the services provided 
by software solutions are divided into smaller parts and 
focused on the specific service of some functionalities. The 
approach of developing microservices with the construction 
of smaller software components has a number of advantages 
over the traditional monolithic architecture such as increasing 
the resilience of the software implemented as a microservice 
and the ease of scaling the solution implemented through the 
microservices. 

Security aspects are critical in this architecture because 
the widespread use of Cloud Computing services, as 
demonstrated by the complexity of implementation, requires 
care with the privacy and security of information that is 
handled by those services. 

The development of software using the microservice-
based architecture comprises important aspects that must be 
observed in order to obtain good results. The objective of this 
article was to present the elements that should be considered 
for the development of solutions based on microservices and 
describing how the microservice-based architecture is 
defined. In addition to identifying the elements related to 
their implementation in Cloud Computing environment and 
explaining the privacy model applicable and relating the 
elements that intergrade the standards and solutions linked to 
the microservice-based architecture.  

Future work will be developed to present case studies 
demonstrating the implementation of the microservice 
architecture in a Cloud Computing environment with the use 
of Docker containers for its construction and summarization 
of security troubles. 
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